A Distributed Security Mechanism for Resource-Constrained IoT Devices
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Internet of Things (IoT) devices have developed to comprise embedded systems and sensors with the ability to connect, collect, and transmit data over the Internet. Although solutions to secure IoT systems exist, Class-0 IoT devices with insufficient resources to support such solutions are considered a resource-constrained in terms of secure communication. This paper provides a distributed security mechanism that targets Class-0 IoT devices. The research goal is to secure the entire data path in two segments, device-to-gateway and gateway-to-server data communications. The main concern in the provided solution is that lighter security operations with minimal resource requirements are performed in the IoT device, while heavier tasks are performed in the gateway side. The proposed mechanism utilizes symmetric encryption for data objects combined with the native wireless security to offer a layered security technique between the device and the gateway. In the offered solution, the IoT gateways provide additional protection by securing data using Transport Layer Security (TLS). Real-time experimental evaluations have demonstrated the applicability of the proposed mechanism pertaining to the security assurance and the consumed resources of the target Class-0 IoT devices.

Povzetek:

1 Introduction

Recently, the Internet of Things (IoT), coined as such in 1999, has become an evolving paradigm in wireless communications [1]. IoT is now a hot topic in Information and Communication Technology (ICT) and has drawn the attention of many research institutions [2, 3]. The generic infrastructure of IoT is a network of devices or objects such as embedded computers, controllable and intelligent automated devices, sensors, and Radio Frequency Identification (RFID) tags, in addition to the IoT gateway and the remote server. IoT devices have the ability to connect and exchange data with other devices and services over a network and over the global Internet [4, 5]. The deployments of IoT core technology encompass home automation, manufacturing, environmental monitoring, and medical and healthcare systems. A future mega-market is anticipated for a broad scope of applications that utilize IoT devices and technology [1].

The constrained IoT devices, Class-0 IoT devices, are devices with limited or constrained resources with respect to CPU processing power, ROM, RAM, and battery life. However, these devices still have the capability of providing their intended functionalities. The constrained IoT devices are often small in size with limited functions, such as sensors and smart devices controlling electrical appliances or services [6]. They are capable of collecting and transmitting data, such as sensor readings, across the Internet for storage and analysis. The collected and transmitted data may be personal, private, and sensitive. Figure 1 demonstrates a general architecture of an IoT system using an example of constrained IoT medical devices.

Due to a wide range of IoT applications, data security has become a major concern in IoT systems in addition to the system’s scalability [7]. Information insecurity will directly impact the performance of the entire IoT system [8]. A study states that 70% of the ordinarily used IoT devices face security vulnerabilities such as insufficient authorization, lack of encryption, and insecure web interfaces [9]. In some application domains such as healthcare, data leakage can threaten the life of individuals. Therefore, developing security and privacy protection approaches is imperative. While solutions exist to secure data from IoT devices, the majority of these solutions require support for Transport Layer Security (TLS) standards. Class-0 IoT devices fall short of the resource requirements to support most of the security approaches offered [13, 14]. Therefore, a particular security mechanism, which is designed for Class-0 IoT devices, is highly demanded.

This paper provides a distributed security mechanism that is appropriate for the Class-0 IoT devices. The philosophy behind the provided solution is that light resource-consuming object encryption is implemented on the IoT device side, where object and protocol processing, which consumes resources heavily, is delegated to the gateway.
The IoT gateway acts as an intermediary between the IoT device and the Internet [6]. The IoT gateway, shown in Figure 1, can take the form of a microcomputer, router, smart phone, or any device with ample resources to conduct TLS-based secure communication. In this research, a device-to-gateway layered security architecture has been designed and developed by implementing an Advanced Encryption Standard (AES) for the data object within the IoT device [15, 16, 17]. The extra device-to-gateway security layer has been created by employing the standard wireless security mechanism for IoT device authentication.

1.1 Paper contribution

The major contribution of this research is that it offers a complete security mechanism for the resource-constrained IoT devices. The security mechanism spans the IoT device, the IoT gateway, and the remote Internet server. The contribution comprises the design and implementation of a symmetric encryption of data objects at the IoT device over the native wireless security. We are thereby able to create a two-layer device-gateway security architecture. The implementation of a TLS-based security at the gateway works on standardly secure data objects before it travels over the Internet [6, 18]. The server has been configured to accept, process, and extract the data from the IoT gateway in its new format.

1.2 Paper structure

The rest of this paper is structured as follows: Section 2 provides background information on the IoT system, the problem description, and the related work. In section 3, the proposed security mechanism is theoretically explained in terms of the design requirements and interactions between IoT components. Section 4 is dedicated to demonstrating the implementation phase of the solution and the experimental setups. The performance evaluation of the proposed mechanism is documented in Section 5. Conclusions and future works are discussed in Section 6.

2 Preliminaries

IoT technology has developed in recent years to include more and more devices adopting embedded systems and communication interfaces. The future growth of IoT deployments comprises healthcare, education, manufacturing, and transportation. The main concept behind IoT devices is the possibility of collecting and sending information over the Internet [4, 11]. The architecture of the IoT components can be divided into three layers: the perception layer (physical devices), network layer (transmission layer), and application layer [7, 19]. However, each layer has its own security needs. This paper focuses on the perception layer for securing the entire data path. Figure 2 represents the layered architecture of IoT components and the data networks.

Constrained IoT devices can be grouped based on the available resources into three categories: Class-0 (C0), Class-1 (C1), and Class-2 (C2) devices. A comparison of the available resources in every category is shown in Table 1 [6]. It is apparent that the Class-0 devices have much fewer resources in terms of RAM and ROM memories. Furthermore, the available RAM size is not able to handle intensive security mechanisms.

IoT security needs to cover the entire IoT hierarchal architecture. IoT security spans the application layer, network layer, and perception layer. The basic security concerns include data confidentiality, integrity, and availability [7, 19, 20]. Constrained IoT devices have limited resources and therefore are limited to the protocols and standards they can support [21]. Efforts have been made by groups such as the Internet Engineering Task Force (IETF) to develop protocols and standards more suited for constrained environments, such as Datagram Transport Layer Security (DTLS) and Constrained Application Protocol (CoAP), by increasing the efficiency and minimizing the required computing resources.
A distributed security mechanism

This section focuses on the conceptual design of a distributed security mechanism. The design covers three IoT systems components: the IoT device, IoT gateway, and remote web server. Each component is discussed in detail along with a description of how the data are communicated. The design of the proposed security mechanism aims to achieve the requirements for Class-0 devices that are documented in Table 3.

The proposed solution secures data communication in Class-0-constrained devices by applying a 128-bit symmetric encryption (AES-128) to data objects, such as sensor readings, before they are transmitted between the device and the gateway. The data are formatted in JavaScript Object Notation (JSON) and are sent as a CoAP or HTTP request Notation (JSON) and are sent as a CoAP or HTTP

Table 1: A comparison of the available resources in the categories of the constrained IoT devices [6].

<table>
<thead>
<tr>
<th>Class</th>
<th>RAM (Data size)</th>
<th>ROM (Code size)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Class-0 (C0)</td>
<td>≪10KB</td>
<td>≪100KB</td>
</tr>
<tr>
<td>Class-1 (C1)</td>
<td>~10KB</td>
<td>~100KB</td>
</tr>
<tr>
<td>Class-2 (C2)</td>
<td>~50KB</td>
<td>~250KB</td>
</tr>
</tbody>
</table>

Driven by the demand for a comprehensive security solution to Class-0 IoT devices, this paper presents a complete and distributed security mechanism for these devices. Data encryption is one of the security requirements in the perception layer [21]. The novelty of the proposed solution is three-fold: the presented security mechanism focuses on the perception layer and aims to secure the entire data path from Class-0 IoT devices to the Internet; the distribution of the proposed solution over the IoT device, the gateway, and the remote server; and the provided multi-layer security between the IoT device and the gateway. By adding an extra layer of encryption at the object layer, message content can be protected inside the local network and at the gateway until it can be securely transferred over the Internet to its final destination.
Figure 2: The three main layers of the layered architecture of IoT components. From the networking viewpoint, IoT devices and IoT gateway fall into a Personal Area Network (PAN), whereas the web server falls into a Public Network (PN).

Table 2: A comparison of some available security solutions for IoT devices.

<table>
<thead>
<tr>
<th>The concept</th>
<th>The drawback for Class-0 devices</th>
</tr>
</thead>
<tbody>
<tr>
<td>Doukas et al. [18] Enabling data protection through PKI encryption</td>
<td>Does not secure the device to the gateway</td>
</tr>
<tr>
<td>Rescorla et al. [22] Datagram Transport Layer Security V1.2</td>
<td>Very heavy resource requirements</td>
</tr>
<tr>
<td>Vučinić et al. [26] Object Security Architecture for the IoT</td>
<td>Very heavy resource requirements</td>
</tr>
</tbody>
</table>

Table 3: The design requirements for the proposed distributed security mechanism.

<table>
<thead>
<tr>
<th>Requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>#1提供Class-0设备和IoT网关之间的数据安全</td>
</tr>
<tr>
<td>#2保证数据安全传输到IoT网关和互联网</td>
</tr>
<tr>
<td>#3高效且资源消耗最少</td>
</tr>
</tbody>
</table>

POST to the gateway. The data object is encrypted using a secret key and can only be decrypted by devices with the same key. This key is shared with the destination, in this case, the web server.

Wireless transmissions in the LAN/PAN between the device and the gateway are secured at the Data Link Layer using a wireless interface module. Constrained wireless standards such as IEEE 802.15.4 and protocols such as Low power Wireless Personal Area Network (6LoWPAN) [27] are capable of supporting AES 128-bit symmetric encryption at this layer. By using an offered Pre-Shared Key (PSK) to encrypt wireless transmissions, only authorized devices connected to the network can receive traffic. By encrypting data objects at the device level (perception layer), only the device and the final destination will be able to read the encrypted data. An overview of the proposed security mechanism is represented in Figure 3. Further descriptions of the proposed distributed security mechanism on each IoT system component are provided in the following paragraphs.

3.1 Device-to-Gateway security

From the communication standpoint, another level of security between the IoT device and the gateway can be achieved using hardware-based symmetric encryption of the Data Link Layer (DLL) as part of the wireless protocol (e.g., IEEE 802.15.4, IEEE 802.11n). Wireless transmission can be provided using an IEEE 802.15.4 module such as a ZigBee or 6LoWPAN interface. When connecting to a network, devices are secured with a PSK, which is installed on each authorized device, and it is required for communication initiation between the gateway and the constrained devices in the network. Any unauthorized devices monitoring the traffic will not be able to decrypt data without the correct PSK. However, the built-in wireless security protects data from entities without the PSK, leaves data exposed if someone manages to compromise the wireless security, or capture the PSK from another device or from the gateway.

Confidentiality is assured between the IoT device and the destination by encrypting data at the object level. Object layer security exists at the application layer inside the payload of a transmission packet. Objects in this context
Figure 3: An overview of the proposed security mechanism shows the major processes that run on each component. The figure also represents the data connections and transmissions between the three IoT system components.

Figure 4 depicts the two layers of security applied to data transmitted from the device to the gateway. Security is applied at the Data Link layer in the form of hardware-based AES encryption secured with a PSK. The second layer of security is applied only to the contents of the data object. Addressing and source information remain unencrypted in this layer. The data object is encrypted with a symmetric key, which has only been shared with the server so that no intermediaries will be able to decrypt the data.

3.2 Gateway-to-Internet security

IoT gateways are computational devices with enough resources to run operating systems and protocols necessary to securely transfer traffic across the Internet. An IoT gateway may take the form of a microcomputer with a Linux-based operating system. The gateway has sufficient resources to apply heavy security and communication protocols that cannot be supported by Class-0 devices. Once data are received by the gateway, they are processed into HTTPS and prepared for transmission to the remote server. The gateway is configured with Secure Socket Layer (SSL) tools, which are used to create a secure HTTPS connection between the gateway and the server. From the gateway point, one can forward secure communications to the server over the Internet using the configured secure socket layer.

The gateway acts as an intermediary with ample resources to support these security measures and secure data before sending it over the Internet. Data sent from the IoT device will be sent to the gateway using protocols such as CoAP and HTTP and sent across the Internet using HTTPS (HTTP over TLS) to the web server. In the proposed security mechanism, the payload of the packets is formatted as a JSON object and encrypted using AES 128-bit or 256-bit symmetric encryption. This data object will exist inside the transmission payload, while the packet header information such as source and destination address remains unencrypted, as demonstrated in Figure 4.

The JSON object is not readable by the gateway or any other intermediary entity other than the intended destination. Similarly, if the server sends a command back to the device, the data object is encrypted using the pre-shared symmetric key and is forwarded to the device for decryption. Security is applied at the Data Link Layer in the form of hardware-based AES encryption secured with a PSK. Only authorized devices should be in possession of
3.3 Web server security

The messages being transmitted to the server are encrypted with the server’s public key, which is installed in the gateway. Only the server can decrypt messages using its corresponding private key. The private key is located on the server and is not shared with any other devices. The detailed flowchart of the proposed security mechanism with all sequential processes that are mapped to the three IoT system components is shown in Figure 5.

Once the HTTPS packets are received by the server, they are decrypted using the private key. The encrypted data object can then be decrypted using the symmetric secret key from the originating device, in this case, our class-0 IoT device. If the key is only present on one IoT device and the server, it can be used to authenticate data received from either party. If the key is shared with multiple devices, the devices are authenticated as part of a group. This scenario maintains the confidentiality of IoT data whenever it passes over a public network.

3.4 Advanced encryption standard

Advanced Encryption Standard (AES) is one such symmetric standard, which operates at fast speeds and requires fewer resources than DTLS, making it very suitable for Class-0 devices [14]. AES can be easily implemented and optimized on hardware. AES inputs data as 16-byte (128-bit) blocks that are then encrypted using a cryptographic key that is either 128 bits, 192 bits, or 256 bits in size [28]. The larger the key size, the greater the security and resource requirement for the device to encrypt and decrypt. Symmetric encryption can be applied at different layers of the communication stack such as the data link layer (e.g., wireless transmissions) and to specific objects of data within a message such as sensor readings. AES is suitable for the needs of Class-0 IoT devices in terms of the encryption speed and the required resources.

Symmetric cryptography involves encrypting data with a single encryption key, which is shared between multiple devices. Any device that possesses the key can decrypt data that have been encrypted with the same key. When the key is shared with other devices, there is a higher risk that it may fall into the wrong hands, and therefore, it must be kept safe.

Currently, in the proposed solution, the IoT data are encrypted in the IoT device using a symmetric key. The symmetric key is static and is installed only on the IoT device and the server. Thus, the gateway is not able to decrypt the packet payload. Messages being transmitted from the
Figure 5: A full flowchart of the proposed security solution across the three IoT system components.

gateway to the server are encrypted with the server public key, which is installed in the gateway. Only the server can decrypt messages using its corresponding private key. The private key is located on the server and is not shared with any other device. An asymmetric key cryptography approach is used between the gateway and the server due to the plethora of computing capabilities.

4 Implementation flow

The distributed security mechanism has been implemented using real-time hardware configurations. This section describes the implementation, hardware specifications and configurations of the three IoT system components.

4.1 IoT device setup

For the hardware underlying the IoT device, an Arduino Uno microcontroller was used with an additional Ethernet shield added for connectivity. A wireless shield has been used as an alternative, but for the proof of concept, the Arduino was connected directly to a wireless router via an Ethernet cable. A "DHT11" temperature and humidity sensor was connected to the Arduino. The Arduino hardware setup is shown in Figure 6 (a). The Arduino connects to and reads data from the sensor and then parses the data into the JSON format before encryption. The device automatically begins the sensor reading process when the device is connected to a power source, and it continues to repeat the process until the power is disconnected.

The temperature data are parsed as JSON and padded to 16 bytes, as this is the required block size for AES. The data are then encrypted using an AES-128 encryption library. The encrypted output may contain special characters, which are not web-friendly or human readable; therefore, it is encoded using the Base64 [29] character set so that it is easier to transmit to the remote server.

A web client has been prepared and installed on the Arduino in order to establish a connection to the IoT gateway. Once a connection is established, the Arduino uses a POST method to send data to the gateway via HTTP. The encrypted data are added to the contents of the HTTP POST before being sent. As soon as the POST message is sent, the Arduino receives a response back from the gateway confirming that the POST was received, waits for a period of time, and then restarts the processes from the beginning. Naturally, the confirmation back from the gateway to Arduino improves the reliability of the connection between the two terminals.

Through the formulation of the POST in the Arduino code, the header information is coded with the destination IP address and web service address “index.php”. The encrypted sensor data are added to the contents of the post through the variable “dataEncoded”. If an error is received while attempting to connect to the gateway, the response is read when the POST reaches the gateway. If no errors are received, the connection is established and the packet is sent.

Figure 7 represents a captured TCP packet after it has been transmitted from the sensor (IoT device) and reassembled by the gateway. The packet includes the header information such as the destination and source address. It also includes the encrypted sensor data in the POST contents (i.e., "ZGioFzoApFk9CfV9XFQhxQ==").

4.2 IoT gateway setup

The IoT gateway was built on a Raspberry Pi (RPi) model B. The gateway hardware is shown in Figure 6 (b). The RPi is a microcomputer with ample resources to perform the heavier security processes that are too resource-intensive for the IoT device. The RPi contains a 700-MHz CPU, 512
In this case, an 8GB SD card was used for storage. The RPi can be configured with a range of Linux-based operating systems. The RPi connects to the wireless router through a wireless USB adapter. The RPi was installed with a PSK to access the wireless network that is secured with AES 256-bit symmetric encryption.

A web application running on an Apache web server was installed on the RPi to receive and process data from the IoT device. When a POST is received from the Arduino, the encrypted payload (sensor data) is stripped. The gateway does not contain the symmetric key to decrypt data from the Arduino; however, it forwards it to the server over a secure connection.

The RPi (IoT gateway) connects to the server using a SSL connection and posts the data to the server in an HTTPS POST. For testing purposes, the security certificate was not signed by a certificate authority, and therefore, when the IoT gateway attempted to connect to the server, the verification of the certificate with a trusted third party was disabled in the code (VERIFYPEER and VERIFYHOST). In a real environment, this would be unsafe, and by disabling the verification, the gateway would not be able to ensure that the connection has not been tampered with.

4.3 Web server setup

For testing purposes, the server was set up on a laptop within the local area network. This server represents the online server to which data would be transmitted. An Apache web server was installed and configured on the laptop. A security certificate was created, and the server was set up to receive HTTPS connections using SSL/TLS. As soon as the connection is established by the gateway, a HTTPS POST will be sent to the remote server carrying the encrypted data.

On the server side, a web service that handles the decryption process was installed. The cipher text and the symmetric key are passed to the service. The cipher text is decoded from base64 [29] into its original encrypted form. It is then processed using a "rijndael-128" cipher, which is another reference for AES-128. The final stage of the process is to parse the decrypted output and upload it to a database along with the date and the original encrypted message for reference. A web page was also created to demonstrate the working solution. The web page allows the user to view the latest sensor results, which are stored in the database.

5 Performance Evaluation

The proposed security mechanism has been evaluated based on its performance and ability to meet the outlined requirements in Section 3. In addition, the proposed security solution should perform in a timely manner and not be subject to an unacceptable amount of packet loss or failure. The solution is designed to support Class-0 devices with respect to resource consumption and processing time.

With AES, the data are passed to the algorithm in 16-byte blocks. If the input is larger than 16 bytes, it is divided into subsequent blocks. If a subsequent block falls short of the 16 bytes, padding is applied to increase the size of the data to 16 bytes. During the test, a small single-line JSON string was created with a temperature reading from the sensor. The result was 12 bytes in size, and 3 bytes of padding were added to the string before it was encrypted and then encoded using Base64 encoding scheme.

Using cryptography requires additional resources from the device. The performance measurements are recorded in Table 4; they satisfy the design requirements in Section 3. The requirements may change depending on the application of the device and the nature of its constraints. It is assumed that a resource overhead of 0.5 KB of RAM and 0.47 KB of ROM with an additional processing time of 0.46 seconds is an acceptable burden on most Class-0 systems. When the key size was increased to 256 bits, there was a 25% increase in processing time to 0.57 seconds and a 1% increase in ROM usage to 0.63 KB. For most applications,
A captured packet sent from the IoT sensor. The captured packet clarifies the encrypted and not-encrypted data from the sensor. The capturing probe is installed at a point between the device and the gateway.

the increases would be acceptable and provide stronger encryption as a result.

The implemented layered security provides strong circumvention against any external attack to the IoT system. An attacker would first need to gain access to the network either through direct access to the gateway or with a PSK for the network to be able to capture the data. With the additional encryption applied to data objects, even if the attacker had access to the network or the gateway, the attacker would not be able to read the data without the cipher key.

The memories overhead with respect to RAM and ROM in Table 4 are very low compared to the solutions offered in the literature. According to the implementations of two security solutions in [24], in particular, the encryption in the Host Identity Protocol (HIP) consumes 1.7 KB of ROM, and the encryption in the DTLS imposes an overhead of 3.3 KB of ROM and 1.5 KB of RAM. This confirms the applicability of our proposed solution for the Class-0 IoT devices.

At the gateway, the data are processed into HTTPS using RSA 2048-bit and a session key and securely forwarded to the web server. Using the network protocol analyzer tool, we can analyze the traffic exchange between the server and gateway. The received data are encrypted using a session key, and hence, they are not readable by any unauthorized user eavesdropping on traffic via active or passive traffic collection mechanisms [30, 31].

The processing times in Table 4 were recorded on the device (encryption time), on the gateway (object processing time), and on the server (decryption time). Due to the constrained processing power, the encryption time varies from AES-128 to AES-256. However, the processing time is constant on the gateway because the gateway is blind to the message contents. The gateway translates a message from HTTP to HTTPS and forwards it to the server.

The reported processing times are faster than what is reported in the literature. For example, Doukas et al. achieved an 0.8-second overhead on the gateway compared to 0.18 seconds for our security solution. While the processing times in [18] are slightly slower than ours, it is worth noticing that they used a larger data size of “Less than 100 KB”, whereas the message size used in this research is limited to 24 bytes.

6 Conclusions

Internet of Things (IoT) is a promising paradigm in wireless communications that offers a capability to connect, collect, and send data over the Internet. IoT keeps expanding with broad deployment demands in many fields such as home appliance, marketing, and healthcare. Despite the research attentions that IoT has received, the security, and hence, privacy issue in Class-0 devices is still a gap. This research has presented a distributed security mechanism for constrained Class-0 IoT devices. The design principle behind the proposed solution is to delegate the low resource consuming operations to the IoT device, and keep the high resource consuming processes at the IoT gateway side. In addition to the native wireless security, a layered security scheme has been offered by performing a asymmetric encryption to the data objects at the device level. The implementation of the distributed security mechanism has included the IoT device, the IoT gateway, and the server side.

A complete laboratory setup for IoT infrastructure has been developed for the implementation and the evaluation purposes. Our experimental works have proven the security level of the solution, the suitability of the security mechanism to the Class-0 devices. In the worst case, with AES-256, the encryption process consumes memory overhead of 0.5 KB of RAM, 0.63 KB of ROM, 0.57 second encryption time on the device, and 0.18 second on the gateway. The future work focuses on the distribution and management of the encryption key, bring into attention additional security aspects such as data integrity and availability for improving the overall system’s performance and circumvention.
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Table 4: The memory overhead (RAM and ROM) and the processing times for the proposed distributed security mechanism.

<table>
<thead>
<tr>
<th>Memory consumption (KB)</th>
<th>Processing time (Second)</th>
</tr>
</thead>
<tbody>
<tr>
<td>RAM (Device)</td>
<td>ROM (Device)</td>
</tr>
<tr>
<td>No encryption *</td>
<td>16</td>
</tr>
<tr>
<td>AES-128 **</td>
<td>0.5</td>
</tr>
<tr>
<td>AES-256 **</td>
<td>0.5</td>
</tr>
</tbody>
</table>

*Base memory is considered. ** Overhead memory is considered.


